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ABSTRACT 
 

Translating UML models into efficient NoSQL databases is a complex task within the domain of software 
engineering. This study addresses the problem of transforming UML models into MongoDB collections 
using the Model-Driven Architecture (MDA) approach. The research method involves defining metamodels 
for UML and MongoDB, followed by the development of QVTo transformation scripts to map UML class 
diagrams to MongoDB document structures. The transformation process was tested on a sample UML 
model, ensuring the correctness of the generated MongoDB schema. The findings demonstrate that the 
QVTo transformation scripts can accurately convert UML models into MongoDB collections, preserving 
the integrity and semantics of the original UML diagrams. The conclusions highlight the effectiveness of 
the MDA approach in bridging the gap between UML-based designs and NoSQL database 
implementations, providing a robust solution for data management in complex systems. 

Keywords: Model-Driven Architecture (MDA), UML to NoSQL Transformation, QVTo Transformation 
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1. INTRODUCTION  
 

In the realm of software engineering, Model-
Driven Architecture (MDA) has emerged as a 
pivotal framework for automating the 
transformation of high-level models into executable 
artifacts. This paradigm shift facilitates the design, 
analysis, and implementation of complex systems 
through systematic model transformations. Unified 
Modeling Language (UML) serves as a standard 
modeling language that enables the visualization, 
specification, and documentation of software 
system artifacts [1]. However, transitioning from 
UML models to NoSQL databases, particularly 
MongoDB, presents significant challenges due to 
the inherent differences between relational and 
NoSQL data structures. MongoDB, a prominent 
NoSQL database, offers flexible and scalable data 
management solutions, making it ideal for modern 
applications that require dynamic schema evolution. 
Despite its advantages, converting UML class 
diagrams into MongoDB's document-oriented 
structure remains a complex task that necessitates 
an automated and accurate transformation process. 
Existing literature highlights various model 

transformation techniques, yet there is a notable gap 
in effective methodologies for converting UML 
models to MongoDB schemas, which this study 
aims to address. 

This study not only fills the gap in existing 
methodologies but also enhances IT knowledge by 
introducing novel insights into the automated 
transformation process. The proposed methodology 
leverages the strengths of MDA to automate the 
conversion of UML models into MongoDB 
schemas, providing best practices that go beyond 
incremental knowledge. These include the precise 
definition of metamodels for both UML and 
MongoDB, the development of robust QVTo 
transformation scripts, and the validation of the 
transformation process to ensure the generated 
MongoDB schemas maintain the integrity and 
semantics of the original UML models. By 
synthesizing and integrating information from 
various sources, this research offers a 
comprehensive approach that enhances the 
efficiency and accuracy of database schema 
generation, contributing significantly to the field of 
model-driven engineering. 
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The primary problem addressed in this study is 
the lack of automated and accurate methods for 
transforming UML models into MongoDB schemas 
while preserving the semantic integrity and 
structure of the original UML diagrams. To tackle 
this problem, the study evaluates the practical 
benefits of integrating MDA with NoSQL 
databases, determining improvements in database 
management efficiency through comparisons with 
case studies and performance metrics from existing 
literature. It explores the methodological aspects of 
implementing MDA methodologies using 
JavaScript, reviewing best practices and validating 
guidelines for broader adoption. Additionally, the 
study assesses the theoretical and practical 
contributions to the broader field of IT knowledge 
by synthesizing prior knowledge and new insights. 
The validity of the study is ensured through 
rigorous testing and validation of the transformation 
process, confirming that the generated MongoDB 
schemas accurately reflect the original UML 
models. Peer reviews and expert consultations 
further substantiate the findings. Lastly, the study 
examines the incremental value of the research by 
comparing it with previous studies, determining 
whether the new methodology offers significant 
improvements in terms of efficiency, accuracy, and 
applicability. 

The main objectives of this research are to 
develop a comprehensive methodology for 
transforming UML models into MongoDB 
collections using QVTo transformation scripts, 
define and implement precise metamodels for both 
UML and MongoDB to facilitate accurate 
mappings, and validate the transformation process 
to ensure the generated MongoDB schemas 
maintain the integrity and semantics of the original 
UML models. The scope of this study includes the 
development and testing of QVTo transformation 
scripts to map UML class diagrams to MongoDB 
document structures. This study does not cover the 
transformation of other UML diagram types or the 
integration with other NoSQL databases. 

This study employs the Model-Driven 
Architecture (MDA) framework to guide the 
transformation process. We define detailed 
metamodels for UML and MongoDB and utilize 
QVTo transformation scripts to automate the 
mapping of UML class elements to MongoDB 
document structures. The transformation process is 
validated through rigorous testing on sample UML 
models, ensuring the accuracy and consistency of 
the generated MongoDB schemas. 

The findings of this research hold significant 
potential for improving the efficiency and accuracy 
of database schema generation from UML models. 
By providing a robust and automated solution for 
transforming UML models into MongoDB 
schemas, this study contributes to the existing body 
of knowledge in model-driven engineering and 
offers practical implications for developers and 
engineers. The methodology developed herein can 
be adapted for other NoSQL databases, further 
extending its impact and applicability. 

The structure of this paper is as follows: the 
Introduction provides context, problem statement, 
objectives, approach, significance, and an overview 
of the paper. The Related Work section reviews 
existing literature on model transformation 
techniques and identifies gaps that this study 
addresses. The Methodology section describes the 
MDA framework, metamodel definitions, and 
QVTo transformation scripts in detail. The 
Implementation section details the environment 
setup, transformation execution, and validation 
process. The Case Study section presents a sample 
UML model and demonstrates the transformation 
process and results. The Results and Discussion 
section discusses the findings, performance 
evaluation, challenges, and limitations. The 
Conclusion section summarizes the main 
contributions, implications, and future research 
directions. Finally, the References section lists all 
cited works. 

2. METHODOLOGY 

2.1 Model-Driven Architecture Framework: 

A. Overview of MDA: 

Model-driven architecture (MDA) is a 
comprehensive approach to software design, 
development, and implementation that emphasizes 
the use of domain models as primary artifacts in the 
development process. By focusing on creating and 
exploiting these domain models, MDA provides a 
systematic framework that helps bridge the gap 
between the conceptual design and the actual 
implementation of software systems. One of the 
fundamental principles of MDA is the separation of 
the specification of system functionality from the 
specification of the implementation of that 
functionality on a specific technology platform. 
This principle ensures that the core business logic 
and requirements are captured in a technology-
agnostic manner, allowing for greater flexibility and 
adaptability [2] [3]. 
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At the heart of MDA are two key concepts: the 
Platform-Independent Model (PIM) and the 
Platform-Specific Model (PSM). The PIM is an 
abstract representation of the system, focusing on 
the essential business logic and functionality 
without being tied to any technology. This high 
level of abstraction enables developers to 
concentrate on the core aspects of the system 
without being distracted by implementation details. 
Once the PIM is defined, it can be transformed into 
one or more PSMs. Each PSM provides a detailed 
specification of how the system's functionality will 
be implemented on a specific technology platform, 
such as a particular programming language, 
database, or hardware environment [4]. 

The transformation from PIM to PSM is a crucial 
aspect of MDA, as it automates the generation of 
code and other artifacts needed for the 
implementation of the system. This automation not 
only improves productivity by reducing the amount 
of manual coding required but also enhances 
consistency and reliability by ensuring that the 
generated artifacts faithfully adhere to the specified 
models. By maintaining a higher level of 
abstraction throughout the development process, 
MDA enables developers to focus on solving 
business problems and designing robust systems, 
while the underlying transformations handle the 
technical details of implementation. This approach 
leads to more efficient development cycles, better 
alignment between business requirements and 
technical solutions, and ultimately, higher-quality 
software systems [5]. 

Model-driven architecture (MDA) serves as a 
pivotal strategy in software design and 
development, emphasizing the use of models as 
core artifacts. By implementing MDA, the 
conversion of UML models into NoSQL database 
schemas can be automated [6] [7] [8] [9], thereby 
enhancing consistency and minimizing manual 
labor. This approach has found applications across 
numerous fields, including the development of web 
service platforms [10], web frameworks [6] [7] [8] 
[9], blockchain and IoT systems [15] [16] [17], 
artificial intelligence [18], mobile applications [19], 
and database generation [20] [21]. 

B. Transformation types in MDA: 

In the MDA framework, transformations are 
categorized into several types based on the direction 
and nature of the transformation process. The 
primary types include Model-to-Model (M2M) 
transformations, which involve converting one 
model to another within the same level of 

abstraction, such as transforming a PIM into a PSM 
by mapping abstract concepts to platform-specific 
implementations. In the context of this study, the 
transformation of UML models to MongoDB 
schemas is an example of an M2M transformation. 
Model-to-Text (M2T) transformations generate 
textual artifacts like code, configuration files, or 
documentation from models, exemplified by 
generating Java code from a UML model. Text-to-
model (T2M) transformations parse textual artifacts 
and generate models from them, such as creating a 
UML model from a set of XML configuration files. 
Additionally, model merging and synchronization 
processes involve combining multiple models into a 
single coherent model or ensuring that different 
models remain consistent with each other over time 
[2]. 

C. Key components of MDA: 

Key components of Model-Driven Architecture 
(MDA) include the Platform-Independent Model 
(PIM), which is an abstract model that defines the 
system's functionality without concern for the 
underlying platform, and the Platform-Specific 
Model (PSM), which includes details about the 
specific platform and technology used to implement 
the system. Transformation rules are guidelines and 
algorithms that map elements from the PIM to 
corresponding elements in the PSM. Additionally, 
the Meta-Object Facility (MOF) is a standard for 
defining metamodels, which are models that 
describe the structure and semantics of other 
models. 

D. MDA Workflow: 

The MDA process depicted in the Figure below 
demonstrates a structured approach to software 
development, starting from a business request and 
progressing through various levels of abstraction to 
reach platform-specific implementations. This 
approach ensures that business requirements are 
accurately captured, abstracted, and systematically 
transformed into executable models on different 
platforms. By following this process, developers 
can maintain consistency, improve productivity, 
and ensure that the final implementations align 
closely with the initial business goals and 
requirements. 
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Figure 1: Model Driven Architecture Workflow 

E. Application of MDA in UML to MongoDB 

Transformation: 

The application of MDA in UML to MongoDB 
transformation involves several key components. 
The Platform-Independent Model (PIM) is 
represented by the UML model, which captures the 
structure of the system in terms of classes, 
properties, and associations. The Platform-Specific 
Model (PSM) is embodied by the MongoDB 
schema, detailing how data is stored in collections, 
documents, and fields. Transformation rules defined 
using QVTo—a model transformation language—
map UML elements (classes, properties, 
associations) to MongoDB elements (collections, 
documents, fields), ensuring that the semantics and 
relationships of the UML model are preserved in 
the MongoDB schema. The transformation process 
is automated with QVTo scripts, which read the 
UML model and generate the corresponding 
MongoDB schema, thereby reducing manual effort, 
minimizing errors, and ensuring consistency 
between the PIM and PSM. 

F. Benefits of Applying MDA: 

The benefits of applying MDA include ensuring 
consistency by consistently translating the high-
level design in the UML model into the MongoDB 
schema, enhancing efficiency by automating the 
transformation process and reducing the potential 
for human error, facilitating flexibility by allowing 
changes at the model level to be automatically 
propagated to the database schema, and supporting 

scalability by enabling the creation of scalable and 
maintainable database schemas that align with the 
evolving needs of the application. 

2.2 Metamodel Definitions: 

A. UML Metamodel: 

The UML metamodel defines the structure and 
semantics of UML models, which are used to 
capture the design of software systems. Key 
elements of the UML metamodel include classes, 
properties, and associations. Classes represent the 
main building blocks of the system, encapsulating 
data and behavior. Properties are attributes of 
classes, defining the characteristics and data stored 
within each class. Associations define relationships 
between classes, indicating how instances of one 
class relate to instances of another. 

In this study, the UML metamodel is used to 
define the structure of the system in terms of its 
classes, properties, and associations. This 
metamodel provides the foundation for the 
Platform-Independent Model (PIM) in our MDA 
approach, capturing the system's design without 
concern for the underlying implementation 
platform. 

B. MongoDB Metamodel: 

The MongoDB metamodel defines the structure 
and semantics of MongoDB schemas, which are 
used to store data in a flexible and scalable manner. 
Key elements of the MongoDB metamodel include 
collections, documents, and fields. Collections are 
analogous to tables in relational databases and are 
used to group related documents. Documents are 
JSON-like structures that store data in key-value 
pairs, representing instances of classes in UML. 
Fields are individual attributes within documents, 
corresponding to properties in UML classes. 

In our implementation, the MongoDB metamodel 
is used to define the structure of the database 
schema that will be generated from the UML 
model. This metamodel provides the foundation for 
the Platform-Specific Model (PSM) in our MDA 
approach, detailing how data is stored and managed 
in MongoDB. 

2.3 QVTo Transformation Process: 

A. QVTo: 

QVTo (QVT Operational) is a model 
transformation language specified by the Object 
Management Group (OMG) for transforming 
models in a precise and automated manner. QVTo 
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is part of the QVT (Query/View/Transformation) 
family of languages and is particularly suited for 
imperative transformations where complex 
mappings and control flow are necessary [22]. In 
the context of this study, QVTo is used to define 
and execute the transformation rules that map UML 
models to MongoDB schemas. 

B. Mapping rules: 

The transformation from UML to MongoDB 
involves several key mapping rules that ensure the 
semantic integrity and structural accuracy of the 
models are preserved. The following are the 
primary mapping rules used in this study: 

Class to Collection: UML classes are 
transformed into MongoDB collections. Each class 
in the UML model is represented as a separate 
collection in MongoDB. For example, the Student 
class is mapped to a Student collection. 

Property to Field: UML properties are 
transformed into MongoDB fields. Each property 
within a UML class becomes a field within the 
corresponding MongoDB document. For instance, 
the name property of the Student class is mapped to 
a name field in the Student collection. 

Association to Document Relationship: UML 
associations are mapped to relationships between 
MongoDB documents. This ensures that the 
relationships defined in the UML model are 
accurately represented in the MongoDB schema. 

3. IMPLEMENTATION 

3.1 Environment Setup: 

A. Tools and Software: 

The implementation of the UML to MongoDB 
transformation using QVTo requires a specific set 
of tools and software to ensure a smooth and 
efficient process. Below is a list of the tools and 
software used, along with their versions and 
configurations: 
Eclipse IDE: Eclipse IDE for Java Developers. 

QVTo Plugin: Eclipse QVTo (Operational QVT) 
plugin. 

UML Metamodel: UML 2.5.1 metamodel 

MongoDB Metamodel: Custom MongoDB 
metamodel. 

Java Development Kit (JDK): JDK 11 or later 

3.2 The QVTo Transformation Script: 
Developing the QVTo transformation script 

involves structuring the script to efficiently and 

accurately transform UML models into MongoDB 
schemas. The script is organized into several key 
components: initialization, mapping rules, and 
validation steps. 

The structure of the QVTo transformation script 
is designed to systematically map elements from the 
UML model to the corresponding elements in the 
MongoDB schema. The script begins with the 
definition of the source and target metamodels, 
followed by the main transformation function that 
orchestrates the overall process. Each 
transformation rule is implemented as a separate 
mapping function within the script. This modular 
approach ensures clarity and maintainability of the 
transformation logic. The script ends with 
validation steps to ensure that the generated 
MongoDB schema accurately reflects the original 
UML model. 

The initialization phase of the QVTo script 
involves setting up the transformation environment 
and loading the source UML model and target 
MongoDB metamodel. This step ensures that the 
necessary resources are available for the 
transformation process. The script starts by 
declaring the model types used, specifying the URIs 
for the UML and MongoDB metamodels. The main 
function is defined to invoke the transformation 
logic, and the root objects of the UML model are 
mapped to the initial transformation rule. 

The core of the QVTo script consists of mapping 
rules that define how UML elements are translated 
into MongoDB elements. These rules are 
implemented as QVTo mappings and cover the 
primary elements in both metamodels. For example, 
UML classes are mapped to MongoDB collections, 
properties are mapped to fields within documents, 
and associations are mapped to relationships 
between documents. Each mapping rule includes 
specific logic to extract relevant information from 
the UML model and create the corresponding 
MongoDB elements. The use of collection 
operations ensures that all relevant elements in the 
UML model are processed and transformed. 

Validation is a critical part of the transformation 
process to ensure the generated MongoDB schema 
is correct and consistent with the UML model. The 
QVTo script includes validation steps that check the 
integrity and accuracy of the transformation results. 
This involves verifying that all UML classes, 
properties, and associations have been appropriately 
mapped to MongoDB collections, fields, and 
relationships. Additionally, the script performs 
checks to ensure that the generated schema adheres 
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to MongoDB’s document-oriented data structure 
requirements. These validation steps help identify 
and rectify any discrepancies, ensuring the final 
schema is both structurally and semantically 
accurate. 

By carefully structuring the QVTo 
transformation script and incorporating 
comprehensive mapping rules and validation steps, 
the transformation process from UML models to 
MongoDB schemas is made efficient, accurate, and 
reliable. This approach ensures that the high-level 
design captured in the UML model is faithfully 
represented in the resulting MongoDB schema, 
facilitating seamless integration and data 
management.  

3.3 Sample UML Model: 
To illustrate the transformation process, a sample 

UML model is used as a case study. This model 
represents a simple university system consisting of 
classes such as Student, Teacher, and Course, each 
with their respective properties and associations. 
The Student class includes properties like 
studentID, name, and email. The Teacher class 
includes properties such as teacherID, name, and 
department. Additionally, the Course class includes 
properties like courseID, title, and credits. This 
model serves as a representative example to 
demonstrate the transformation from UML to 
MongoDB. 
Classes and Properties: 

In the sample UML model, the Student class 
encapsulates the attributes of a student, with 
properties including: 

- `studentID`: A unique identifier for each 
student. 

- `name`: The name of the student. 

- `email`: The email address of the student. 

The Teacher class includes properties that describe 
a teacher: 

- `teacherID`: A unique identifier for each 
teacher. 

- `name`: The name of the teacher. 

- `department`: The department to which 
the teacher belongs. 

The Course class represents a course offered at 
the university, with properties including: 

- `coursed`: A unique identifier for each 
course. 

- `title`: The title of the course. 

- `credits`: The number of credits the course 
is worth, representing the workload and 
learning value of the course. 

Visual Representation: 

Here is the UML model representing the Student, 
Teacher, and Course classes with their respective 
properties: 

Figure 2: UML Model Representation of a University System with Classes and Properties. 
 



 Journal of Theoretical and Applied Information Technology 
15th August 2024. Vol.102. No. 15 

©   Little Lion Scientific  
 

ISSN: 1992-8645                                                                    www.jatit.org                                                    E-ISSN: 1817-3195 

 
5934 

 

3.4 Executing the Transformation: 
Executing the transformation from UML to 

MongoDB involves several steps, starting with 
loading the UML model and MongoDB metamodel 
into the QVTo transformation tool within the 
Eclipse IDE. The UML model, in XMI format, is 
loaded as the source model, while the MongoDB 
metamodel, defining the target schema structure, is 
loaded as the target model. This setup ensures the 
QVTo script has access to both metamodels, 
enabling accurate transformation. As shown in 
Figure 4, the configuration screen in Eclipse allows 
specifying the transformation module, trace file 
generation, and model parameters. The next step is 
to run the QVTo transformation script from the 
QVTo perspective in Eclipse. The script reads the 
UML model, applies the defined transformation 
rules, and generates the corresponding MongoDB 

schema. During execution, the script processes each 
UML model element according to the mapping 
rules, converting UML classes, properties, and 
associations into MongoDB collections, documents, 
and fields. Upon successful execution, the output is 
an XMI-formatted MongoDB schema, preserving 
the structure and semantics of the original UML 
model. This schema includes collections for UML 
classes, documents for instances of these classes, 
and fields for the properties of the UML classes. 
The entire process, from loading models to 
generating the MongoDB schema, is designed to be 
seamless and efficient, leveraging QVTo's 
capabilities to automate the transformation, 
ensuring consistency, accuracy, and adherence to 
the specified design, thereby enhancing productivity 
and reliability in database schema generation.

 
Figure 3: Configuration Screen for Executing QVTo Transformation in Eclipse 

 
3.5 Validation and Testing: 

Validation and testing are crucial to ensure that 
the transformation process accurately converts 
UML models into MongoDB schemas while 
preserving the original models' integrity and 
semantics. The validation process involves 
checking semantic integrity to ensure the meaning 
and relationships in the UML model are correctly 
represented in the MongoDB schema and verifying 
structural accuracy to ensure elements in the 
MongoDB schema correspond correctly to elements 
in the UML model. Key validation criteria include 

consistency, completeness, and correctness. The 
testing methodology involves executing test cases 
designed to validate different aspects of the 
transformation, including loading test models, 
running the transformation, comparing results, and 
checking integrity. Several test cases were used to 
validate the transformation process, including basic 
transformations, complex associations, and edge 
cases. The results analysis showed that most test 
cases resulted in correct and consistent MongoDB 
schemas, demonstrating the QVTo script's 
accuracy. Any discrepancies identified during 
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testing were analyzed and addressed, ensuring the 
transformation rules were refined for better 
accuracy. Overall, the validation and testing 
demonstrated the QVTo transformation script's 

reliability and effectiveness in providing a robust, 
automated solution for converting UML models 
into MongoDB schemas, maintaining the original 
UML diagrams' integrity and semantics. 

 
Figure 4: Generated MongoDB Schema from UML Model using QVTo 

 
 
 

Figure 5: UML Representation of MongoDB Metamodel 
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Figure 6: QVTo Transformation Script for Converting UML Models to MongoDB Schemas 

 
4. CONCLUSION 

In this study, we successfully applied 
Model-Driven Architecture (MDA) to transform 
UML models into MongoDB schemas using QVTo 
transformation scripts, addressing the significant 
challenge of preserving the semantic integrity of 
UML models in NoSQL databases. Our 
methodology enhances IT knowledge by 
introducing novel insights and best practices, filling 
a gap in existing literature primarily focusing on 
relational databases. By defining precise 
metamodels for UML and MongoDB, developing 
robust QVTo scripts, and validating the 
transformation process, we automated schema 
generation, ensuring accuracy and consistency. 
Compared to previous works, our study offers a 
comprehensive approach tailored for MongoDB, 
extending the applicability of MDA to modern, 
flexible data management systems. This research 
significantly contributes to model-driven 
engineering by improving database management 
efficiency and providing practical guidelines for IT 
professionals. Future work will explore extending 
this methodology to other NoSQL databases and 
integrating advanced features like query 

optimization and data validation, demonstrating the 
versatility and scalability of using MDA and QVTo 
for database schema generation. 
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