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ABSTRACT 
 

Insurance Technology (InsurTech) solutions aim to transform traditional insurance models to more 
personalized services, streamlined claims processing and faster delivery. However, records in InsurTech are 
fragmented and isolated, rather than interoperable and cohesive. The need for multiple access to insurance 
records had raised the interoperability challenges between clients and providers, which pose additional 
barriers to effective data sharing. Additionally, insurance data face increasing threats since several advanced 
techniques have been developed to violate digital privacy and security. Therefore, Blockchain, which is a 
distributed trusted immutable database solution and ledger technology, can solve these problems. Although 
several studies were proposed to employ the Blockchain for managing insurance records, there is still a need 
for more research to better understand, characterize and evaluate its utility in InsurTech systems. This paper 
proposes a Blockchain-based InsureTec system called InsureChain that provides interoperable, secure, and 
efficient access to the records by providers, clients and third parties while maintaining privacy. The 
InsureChain employs smart contracts for effectively managing the claims of clients, governing transactions, 
and monitoring computations through the enforcement of acceptable usage policies. For better efficiency, the 
InsureChain uses Proof of Authority (PoA) and an incentive mechanism that leverages the degree of 
provider’s nodes from the perspective of InsurTech systems by measuring their efforts regarding maintaining 
records and creating new blocks. The system was evaluated by reviewing privacy, integrity communication 
channels, and security and comparing consensus algorithms. The results show that the system achieves high 
privacy, integrity, and secure communication. The PoA outperformers the proof of work and proof of stake. 
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1. INTRODUCTION 

The development in the InsurTech promotes 
possibilities of new services and opportunities for 
data collection [1]. InsurTech includes different 
process started from buying insurance policy until 
settling claims [2]. An individual may have more 
than one insurance from the same or different 
providers for various needs, such as health, car, and 
house insurances. The client’s records are stored in 
the provider’s database who issued the insurance and 
will only be the eligible provider for managing and 
editing it. Clients with access rights could query their 
records from different providers, and providers with 
access rights could query records of common clients 
from other providers. This makes records 
fragmented and isolated, rather than cohesive and 
interoperable causing a lack of coordinated data 
management and exchange [3]. Additionally, several 

advanced techniques are developed to violate digital 
privacy and security. Unfortunately, personal 
records are considered as major targets for 
information theft as they contain sensitive 
information, such as names, identity numbers, 
contacts info and addresses. 

The immutability and traceability of the 
Blockchain technology can solve these problems 
well. Essentially, a Blockchain is a distributed 
trusted immutable database solution and ledger, 
which stores a continually increasing set of data 
verified and confirmed by participants [4][5]. 
Blockchain technology provides a stable, secure, 
auditable, transparent, and effective way to data 
information and record transactions. Thus, 
preserving the information of insurance records on 
the Blockchain can ensure both the originality of the 
data and solve the security problem of the central 
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authorization mechanism. In this way, a fair and just 
insurance business can be achieved between the 
insurance company and the client [6][7].  

Although the Blockchain technology was first 
introduced through Bitcoin, the industry of 
InsurTech is one of the fields where the Blockchain 
technology is believed to have considerable impact. 
Researchers propose scalable permissioned 
Blockchain based frameworks for insurance records 
where records are stored in the existing databases of 
providers and the Blockchain can be integrated as an 
access control layer to allow the interaction between 
participants [6][7][8]. Researchers also propose 
varying techniques for establishing secure access 
controls for the Blockchain [9][10]. Although a 
number of studies is proposed to employ the 
Blockchain for managing insurance records, there is 
still a need for more research to better understand, 
characterize and evaluate its utility in InsurTech 
systems. More importantly, research is needed to 
make InsurTech based Blockchain systems 
applicable for real-life scenarios with full support of 
security, privacy and interoperability. 

This paper proposes the InsureChain which is an 
InsurTech Blockchain based system that aims at 
providing interoperable, secure, and efficient access 
to the insurance claim records by providers, clients 
and third parties while maintaining privacy. Smart 
contracts whose design meet the demands of 
InsurTech are employed for governing the 
transactions, monitoring the computations and 
managing the use of data after transmission. Each 
task in the insurance process will be recorded and 
stored on Blockchain by sending an interactive 
transaction to the smart contract. The InsureChain 
adopts advanced cryptographic techniques for 
supporting security, and specific portions of the data, 
particularly sensitive business-related information, 
are encrypted to ensure privacy. In addition, since an 
insurance record is a client’s asset and not a 
cryptocurrency or a digital currency to be 
exchanged, we propose a new incentive mechanism 
that leverages the degree of provider’s nodes from 
the perspective of InsurTech systems by measuring 
their efforts regarding maintaining records and 
creating new blocks. Providers’ nodes with less 
degree are more likely to be selected for creating the 
new block.  
The InsureChain was evaluated by reviewing 
privacy, integrity, secure communication and 
security. The results show that the InsureChain 
achieved high privacy, security, integrity and secure 
communication. The InsureChain implement the 
RSA algorithms for privacy, the AES for 

confidentiality, SHA256 for integrity and HTTPS 
for secure web communication. The results also 
show that the system is efficient as the used PoA and 
incentive mechanism enables small number of nodes 
to participate in mining and creating new blocks. The 
primary contributions of this work are threefold:  

• We provide a complete analysis regarding 
how the proposed system and the smart contracts can 
interact with the various demands of insurance 
providers, clients and third parties.  

• We demonstrate how the proposed system 
would address the longstanding issues of privacy and 
security in the InsurTech industry. 

• We propose an incentive mechanism that 
aims at evaluating the degree of providers regarding 
their work in maintaining insurance records, which 
in turn will enhance data quality.   

2. RELATED WORK 

Blockchain uses a distributed, peer-to-peer network 
to make a continuous, growing list of ordered 
records called blocks to form a digital ledger [11]. 
Each transaction, represented in a cryptographically 
signed block, is then automatically validated by the 
network itself. So, Blockchain is a decentralized 
ledger that records all transactions on the network in 
a safe, verifiable, and transparent manner. The 
ledger is shared across the network's dispersed 
computers, and data are encrypted with a 
cryptographic method before being checked by 
miners to determine if the transaction is genuine 
[12][13]. A new block is added to the chain if the 
majority of the miners agree to the transaction. The 
main advantage of blockchain over traditional 
technology is that it enables two parties to conduct 
encrypted transactions via the Internet without the 
need for a third-party intermediary [14]. These 
features support security, interoperability, efficiency 
and privacy making Blockchain to solve real-world 
problems [5][12][14][15][16]. 

Smart contracts have greatly accelerated the use 
of blockchain technology in various sectors [17]. A 
smart contract is a computer program that is 
established on the Ethereum blockchain and 
represents a digital agreement between two or more 
parties, typically in the context of a business process, 
similar to how a regular paper contract works. The 
blockchain network nodes execute the smart 
contract, and the execution results are recorded on 
the blockchain [5][18]. All blockchain network 
nodes must agree on the new state of the smart 
contract after execution using the adopted consensus 
method [19][20]. The use of blockchain in 
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conjunction with smart contract technology 
eliminates the need for transaction parties to rely on 
a central system. 

Blockchain and smart contracts have been 
introduced to the InsuTec domain [3][21]. In [10], 
researchers used fog nodes to encrypt insurance 
records for more security. The authors in [9] 
proposed a decentralized Blockchain-based 
framework for the auto insurance sector that 
regulates the activities in terms of insurance claims 
for automobiles and automates payments. This 
article also discussed how Blockchain technology 
can be useful for the decentralized autonomous 
vehicle’s ecosystem. In [22], authors tried to change 
insurance process and make it easier and more 
efficient. The authors proposed a new Blockchain 
system called “LifeBlocks” in order to solve 
different issues related to insurance sector.  

The authors in [23] proposed a system 
called CAIPY. This system contains different smart 
contracts. The main idea of this system is to reduce 
cost and simplified process of claim insurance 
mainly in car crashed. The authors highlighted the 
usefulness of Blockchain and smart contracts in 
financial sector to avoid fraud. In  [24], the authors 
demonstrated that there are many problems in 
insurance policy and manual process in handling 
claims between company and clients. So they  
suggested a framework based on blockchain and 
Ethereum smart contract for providing a secure 
procedure to execute the whole process from claim 
registration to refund. In [25], researchers presented 
a new framework called CioSy to assist insurance 
company in competitive tracks, and to automate the 
process of insurance and claiming from client. In 
[26], the authors suggested a Blockchain based 
framework that allows customers to register, obtain 
a policy, make a claim, and receive a refund in 
cooperation with the corresponding agent.  

 

3. THE PROPOSED SYSTEM: InsurChain  

This chapter presents the proposed Blockchain-
based system, namely InsureChain that is developed 
to support the insurance sector. The aim of 
InsureChain is preventing fraud and manipulation 

while providing privacy, interoperability, security, 
efficient access by all stakeholders, ensuring the 

integrity of the insurance process and speeding the 
claim process. 

Figure 1: The InsurTech workflow showing the main 
components of the system and the communication among 

all components

3.1 InsurTech Workflow  

The proposed system workflow is proposed 
based on the existing insurance claim workflow, and 

the InsurTech flow is shown in Figure 1. 

As seen in Figure 1: the system has the following 
attributes: 

 Insurance Company which serves as 
Header. 
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 Insurance Serviceman who serves as 
employee. 

 Customer who is the Client. 
 Police Station represented by Police 

Officer. 
 Garage Man representing the Car Work 

Shop. 

In the real-life system, the customer should have a 
valid insurance policy before submitting the claim. 
In the case of accident, the claim passes through 
specific procedures which are:  

1. The customer reports an accident with all 
needed document, such as license, ID, car 
registration, policy number to prepare the 
First Information Report (FIR). 

2. The FIR will be examined by a police 
officer who checks all documents and 
signed the FIR. 

3. The customer completes the Claim Form 
and submits it to the insurance company 
and at the same time, the Police Officer 
sends the FIR to insurance company. 

4. The customer submits claim repair money 
to the insurance company. 

5. The insurance company sends the insurance 
serviceman to review the car and the 
accident. 

6. The insurance serviceman prepares the 
inspection report and sends it back to the 
insurance company  

7. The repair workshop sends payment 
request to the insurance company with full 
detail report about the accident. 

8. The insurance company prepares payment 
based on the previous reports. 

If any medical services is needed, the system can 
include a third party called Medical Services. Thus, 
medical reports and payment requests could be 
managed through the system too. 

 

3.2 Privacy  

 One of the key issues for blockchain 
applications is privacy. Two forms of privacy must 
be examined in terms of blockchain to secure 
sensitive information and satisfy the standards 
outlined above [5], [12]. The first is the privacy of 
identification: the genuine identity of people 
interacting with the blockchain must be protected. 
The second is transaction privacy, which means that 
only authorized users have access to the contents of 
a transaction. When discussing blockchain 

technology, transaction privacy is the most 
challenging task to solve. 

 To improve and protect identity privacy, a 
mechanism based on the public and private keys 
were utilized. The RSA encryption algorithm is used 
to generate public and private keys for the public 
user at the registration phase, in addition to a secret 
phrase with 6 words, each word is combined from 4 
numbers. The user used the private key or the secret 
phrase with a password to log in to the system. Also, 
if a user forgets his password, the private key with 
the secret phrase will be used in combination to reset 
the password. By this mechanism, there is no 
personal information for the user entered or stored in 
the system. By utilizing this mechanism, the 
customer identity privacy and anonymity will be 
achieved. 

 On the other hand, dealing with transaction 
privacy is more difficult and has to be properly 
handled. To address transaction privacy, the hash 
value of the claim or the feedback is stored on-chain, 
while the information itself is stored off-chain in a 
database in encrypted form. In addition, a smart 
contract can be written to allow authorized users 
only to access the transactions. 

 The proposed system deals with sensitive 
data, and the proposed system used several means to 
achieve confidentiality for protecting these data 
from revealing by unauthorized users. To improve 
the confidentiality of the claim data, no personal 
information is required during the registration or 
filing of a claim. On the other hand, the hash value 
only for the user registration in the information is 
stored. In addition, these data are allowed to be 
accessed by a smart contract for authorized users 
only. Moreover, to improve the confidentiality of the 
transaction data, Asymmetric Encryption Algorithm 
(AES) is used to encrypt the claim and the related 
transactions in the database, while the hash values 
only for these data are stored on-chain. In addition, 
to protect the data in transit, the secure socket layer 
protocol is utilized to protect data while it is moved 
between the clients and the nodes. 

 The transaction hash value that has been 
stored on the blockchain will be used to verify the 
integrity of the transaction data by recalculating the 
hash for the retrieved data and comparing it with the 
hash stored in the blockchain. On the other hand, the 
proposed system utilized the temporal table 
mechanism in the database engine, so in case of 
detecting any modification or deletion of data, the 
historical table will be used as a corrective phase to 
restore the original data. 
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3.3 Proof Of Authority (PoA) 

 To ensure security and efficiency, we use Proof 
of Authority which is a consensus mechanism that is 
either controlled or permissioned [5][27]. It is a 
family of Byzantine Fault Tolerance (BFT) 
algorithms to achieve a consortium by way of 
authorized nodes or validators. The validators are 
limited to a predetermined small number of 
authorized nodes to ensure efficiency. In PoA, the 
validating machines are responsible for generating 
new transaction blocks, which are then needed to be 
added to the network. The setup of any blockchain 
network determines the process through which it 
accepts new blocks and mines them. This 
mechanism includes the mining of new blocks. 
Because the reputation of the authorized node is at 
risk within the context of this protocol, malicious 
behavior might inflict significant harm on the entity. 
As a result, the network-validating nodes are 
responsible for maintaining network security. 

3.4 Incentive Mechanism 

 As records are clients’ assets and not a 
cryptocurrency or digital currency to be exchanged, 
this work proposes a new incentive mechanism 
integrated with the PoA for mining. It leverages the 
degree or significance of insurance company 
participating in the InsurChain regarding their 
efforts on maintaining records and creating new 
blocks. Our mechanism rewards the “block’s 
creator” and incentive to be added to its degree and 
accordingly decreasing its probability of re-creating 
the next block. Thus, achieving the fairness and the 
equality among companies and ensuring the 
sustainability of the system. 

3.5 Cryptography 

 Cryptography is utilized in the proposed system 
to preserve the privacy, confidentiality, and integrity 
of the data and users, and also to preserve the 
anonymity of the claim. To preserve the privacy and 
anonymity of the users, the asymmetric encryption 
algorithm RSA 2048 bit is utilized to generate public 
and private keys for the users.  These keys are 
generated at the registration phase with a secret 
phrase. The user can use the private key or the secret 
phrase with a complex password to sign in to the 
system. When the user forgets his password, he can 
reset it using both the private key and secret phrase. 
On the other hand, the private key is used to digitally 
sign the transaction.  

 To ensure the integrity of the data, the hash 
algorithm SHA 256 is used in the proposed system 

to preserve the integrity of the user data and the 
transactions data. Confidentiality is ensured by 
utilizing a symmetric encryption algorithm AES to 
encrypt the data stored off-chain. Moreover, HTTPS 
is utilized to ensure the confidentiality of the data 
while it is transmitted between the client and the 
nodes. 

3.6 InsureChain Architecture  

The proposed InsureChain system focuses on 
anonymity, privacy, confidentiality, integrity, secure 
communication channel, and protection of insurance 
data from cybercrime. Based on these conditions and 
on the insurance workflow, the proposed system 
components shown in Figure 2 consists of user 
interface, database manager, Encryption/ Decryption 
component, and Ethereum Client. 

 
Figure 2: The proposed InsureChain architecture 

where the backend layer is responsible for 
communicating data with the interface, database 
via DB manager or the Blockchain via Ethereum 

client 

The architecture is distinguished by other insurance 
digital system by employing blockchain for storing 
on-chain all relevant information associated with a 
claim. Also,  the system tracks all transactions by 
employing a smart contract, which is software that 
executes contracts and cannot be altered after it has 
been deployed. Therefore, all procedures are 
recorded and documentation of every step in the 
process is always accessible. All parties will be able 
to keep track of the proof at any time, and they will 
be secure from manipulation since the information is 
recorded in the blockchain.  

3.6.1 InsureChain Interface  

The interface is web-based that is users 
including customers, insurance company, insurance 
agent, police, mechanics and other third party such 
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as healthcare providers. The system employs an 
admin who can create the users with their access 
level according to the workflow contract. The users 
can retrieve and create transactions on the database 
through the claim transaction contract and according 
to the access control contract, where all of the user’s 
transaction logs are recorded using the logs contract. 
The interface is built using python with a flask 
framework. 

3.6.2 Database Manager 
The proposed system stores the claim data 

off-chain in a centralized database. The claim data is 
stored in the database in an encrypted form. The data 
integrity is verified by storing the hash value of the 
claim data in the claim transaction contract in the 
blockchain. The database functions and queries are 

written in the proposed system using the python 
programming language 

3.6.3 Encryption/Decryption Component 

This component is utilized in the proposed 
system to preserve integrity, confidentiality, and 
user anonymity. The asymmetric key encryption 
algorithm RSA 2048 is utilized in the system to 
generate the public and private keys for the system 
users. While symmetric key encryption AES is used 
to encrypt/decrypt the data stored in the database. In 
addition to ensuring the integrity of the data, SHA 
256 hash function is utilized in the system. 
Moreover, to ensure the confidentiality of the data in 
transmission the HTTPS protocol is utilized. 

 

Figure 3: Smart Contracts of the InsureChain System 

3.6.4 Ethereum Client 

While the proposed system work on a 
permissioned blockchain network, the Ethereum 
Blockchain network is used. Therefore, to join the 
Ethereum network, we use the Ethereum client 
which has all the required features necessary to 
access the functionalities of Ethereum. 

3.7 InsurChain: Smart Contracts: 
The InsurChain smart contract consists of several 
contracts that are shown in Figure 3.   
 

 

3.7.1 Nodes Contract (NC) 
This contract maps a node identification string to its 
associated Ethereum address identity, i.e.  public key. 
The adoption of the identification strings rather than 
the public key directly is to allow already existing IDs 
to be used. Procedures and Policies coded into the NC 
regulate adding and registering new IDs. This contract 
additionally determines the role of each participant 
node within the system i.e., insurance company node, 
customer node, Police Officers, Mechanics and third 
party. This contract recognizes nodes that have 
already registered and thus avoiding the case of 
double registration. Additionally, the NC maps the 
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Ethereum address of the node with its associated 
Steward-Relation History Contract (SRHC) address.  
3.7.2 Steward-Relation History Contract 
(SRHC) 
This contract maintains the steward relationship 
history of each participants’ nodes in the system 
where the customer’s record is stored and managed 
by the insurance company node. The SRHC locates 
the history of records by holding a summary list of 
the steward relationship. For example, if a node role 
is customer, its SRHC will have references to all 
insurance companies that it has been engaged with. 
On the other hand, the SRHC of an insurance 
company has references to all customers’ nodes in 
which that company serves. Every node within the 
Blockchain system will have a SRHC that will be 
created during the registration process. 

     Generally, the SRHC is identified by the 
Ethereum address of the SRHC owner node and 
stores the Ethereum addresses of all associated 
nodes, their related IDs, a stewardship statue, a last-
update date field that indicates the last update on the 
status field, and an address to the applicable RC. 
Users notifications can be enabled via the use of the 
stewardship status field, such as the stewardship is 
“newly” established, “awaiting pending updates”, 
and “acknowledged customer  approval” or 
“acknowledged customer  denial”. The stewardship 
status in the customer  SRHC is set by insurance 
company node in the system every time they update 
the customer record or as a part of establishing a new 
stewardship. Thus, customers can be notified upon 
modifying the stewardship status field as a new 
stewardship is recommended or an update is 
available. 

3.7.3 Records Contract (RC) 
This contract tracks all records in which insurance 
companies store for customers and is generated 
when a new steward relation is established between 
two nodes. The RC includes several data fields with 
different purposes, and is identified by the Ethereum 
address of the owner that signifies the customer who 
owns the record(s). Each record has a filename f, 
conditions, and AccessInfo. The filename indicates 
the identity string for the record. The AccessInfo 
data field of the record specifies the needed 
information to find the ER Database of a company , 
i.e. the company’s host name and the information for 
the port in a standard network topology. Moreover, 
to maintain data integrity, each record has a hash 
value h (AL) for the access link of the file, and a hash 
value h(ER) of the stored record. Moreover, 

references to the AAC address and the DBC address 

are listed in the RC.  

3.7.4 Logs Contract (LC) 
This contract tracks all transactions performed on the 
records to facilitate adding/validating/appending 
blocks in the Blockchain network. This contract is 
identified by the Ethereum address of the source of 
the transaction. It lists the transaction details in an 
encrypted log data field with a status field that 
indicates whether the new log has been added to the 
Blockchain. It also stores the last update of the status 
field.  

3.7.5 Access Control Contract (ACC) 
The ACC includes all permissions related 
information which is specific to every record. It lists 
the Ethereum addresses for all nodes who have 
access permissions on the record. This contract 
specifies the level of that access (i.e. owner, 
read/edit, and blind-read), and a symmetric key 
encrypted with the public key of each node. A 
“read/edit” access level indicates that a node can 
read and partially edit the ER as it has the symmetric 
key that is generated to encrypt the record when it is 
first added (i.e. edit access level means a customer  
for example can update his address or change his 
profile picture). The temp-read level indicates that 
the node can temporary read a record as it has the 
DBC address that will keep an encrypted copy of the 
record for a certain time to function the temporary 
access by a trusted third party. The owner level is 
assigned to the insurance company node who adds 
the record. It indicates that a node has full access and 
control of the ACC as it can add other nodes with the 
“read/edit” level, remove nodes from the AAC, and 
also alter the level for any existing nodes. The AAC 
also contains the “pstatus” field along with the 
lastupdate in order to notify participants when there 
is a change in their access level.  

3.7.6 Deposit-Box Contract (DBC) 
This contract is employed when there is a verified 
request from a third party to access an ER  for a 
customer. This contract stores an encrypted ER for a 
certain time to facilitate the record’s access by a third 
party. The stored record will be encrypted via the 
public key of the third part before storing and will be 
kept only for a certain time specified by the Timer 
field.  

3.7.7 Claim Contract (ClaimC) 
This contract is responsible for managing the claim 
process and handling the interactions between the 
involved parties (customer nodes, insurance 
company nodes, police officer, mechanics and third 
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parties). The Claim Contract includes the 
policeAccidentReportID field to store the police 
accident report ID associated with each claim. When 
a customer node submits a claim, they can provide 
the police accident report ID along with other claim 
details. The validateClaim function allows insurance 
company nodes to validate a claim, and additional 
validation logic can be added as required (e.g., cross-
referencing with PoliceContract). The 
getClaimDetails function allows anyone to retrieve 
the details of a claim by its claim ID, and the 
isClaimValidated function allows anyone to check if 
a claim has been validated by the insurance 
company. 

3.7.8 PoliceContract 
This contract tracks all AccidentReports in which a 
police officer is issued for customers in an insurance 
company. This contract includes several data fields 
including report ID, police Officer, access Info, 
accessLinkHash, and reportHash.  

The report ID represents the identity string for the 
accident report, while police Officer is the Ethereum 
address of the police officer who issued the report. 
The access Info field contains the information 
needed to access the actual police report off-chain, 
such as the company's host name and port 
information. Instead of storing the full access link 
and the actual report on-chain, the contract stores 
their respective hash values (accessLinkHash and 
reportHash) for data integrity. The 
addAccidentReport function allows police officers 
to add new accident reports by providing the 
necessary details, and the AccidentReportAdded 
event is emitted to inform relevant parties of the new 
report. The contract also includes functions to 
retrieve accident report details, access link hash, and 
report hash for a specific police officer. By storing 
the report off-chain and using hashes on-chain, the 
PoliceContract maintains data integrity while 
providing necessary access for the insurance 
company to validate and verify accident claims 
based on the police accident reports. 

4. IMPLEMENTATION OF THE 
INSURCHAIN SYSTEM 

4.1 Adding a new customer (Applying for car 
insurance):  
In real-life car insurance scenario, a person 
(potential customer) visits an insurance company's 
office or website and expresses their interest in 
obtaining car insurance. They submit an application 
to the insurance company. The insurance company's 
staff (providers) validate and authenticate the 
received application. They verify the customer's 

identity, check if the customer is eligible for 
insurance, and ensure that there is no existing policy 
for the same customer ID. If the application is 
accepted and verified, the insurance company 
proceeds with the next steps. They update their 
records. After successfully adding the customer to 
their system, the insurance company creates a new 
contract known as "Steward-Relation History 
Contract" (SRHC) for the new customer. This 
contract will store relevant information and history 
related to the customer's interactions with the 
company. The address of the newly created SRHC is 
then forwarded to the insurance company for 
reference and future interactions. The insurance 
company shares the necessary account information 
with the new customer. This could include policy 
details, coverage information, terms and conditions, 
etc. 

In blockchain-based scenario, the process of adding 
a new customer node in the InsureChain system 
involves validation, data storage in contracts, and 
information sharing, much like the real-life process 
of applying for insurance coverage. The InsureChain 
system provides a decentralized and secure way to 
manage customer data and interactions between 
different nodes in the network. The process begins 
when an insurance company node sends a request. 
The insurance company node sends the Ethereum 
address of the new customer node, its ID and the 
requested role to the NC for validation. Providers’ 
nodes validate and authenticate that received request 
by ensuring and confirming that the received request 
is related to a legitimate customer and the non-
existence of a registered customer matching that 
received ID. If the request is accepted and validated, 
the NC updates its local memory with the customer’s 
ID, its Ethereum address and a “customer” role. The 
NC creates a new SRHC for the new customer node 
whose address will be forwarded to the company. 
The new customer’s account information will be sent 
to the customer node from the insurance company 
node who forms the request. 

4.2  Adding a new Record Via An Insurance 
company  
The procedures of adding a new record starts after 
establishing a stewardship between the company  
and the customer nodes and thus having a shared RC. 
First, internal encryption in the insurance company 
node begins the process of adding a new record. 
When a new record is created by an insurance 
company node, that record will be transferred to the 
DB Manager. It creates an access link (AL) of a free 
location in the company existing Database and 
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hashes both the generated access link h (AL) and the 
record h(ER).  

The DB manager forwards the created access link 
and the record to the Cipher/Decipher Manager for 
encryption. The Cipher/Decipher Manager generates 
a symmetric key (SMK), encrypts the new record 
and link with that key and then encrypts that 
generated symmetric key with the public keys of the 
company, customer and set of proxies. The 
Cipher/Decipher Manager sends the encrypted 
record to the DB manager to store. In addition, all 
other encrypted data will be sent to the DB manager 
to create a log indicating the creation of the new 
record since the history of all access will be stored in 
the Blockchain to provide a full view of all events 
that happened to each record. The hash of the created 
log will be calculated and stored in the DB manager 
for block verification later. Thus, ensuring the 
integrity of data since if any part of the data is 
changed, all involved nodes will notice the 
alteration. Then, the log will be sent to the 
Cipher/Decipher manager for encryption with the 
public key of the insurance company node. 

     The insurance company node sends the 
customer’s ID to its SRHC that will return the 
associated RC address. The insurance company node 
then sends the record information (filename of the 
record, hash value of the access, and hash value of 
the customer’s record, the encrypted symmetric 
keys, and the log) to the RC. The RC stores the 
filename of the record, the hash value of the access 
link, and the hash value of the customer’s record. 
The RC then creates a new ACC for the record and 
forwards the encrypted symmetric keys Epk(SMK). 
The ACC auto-creates the access and permissions 
information for the record, i.e. customer and 
company permissions, and then sends its address to 
the RC for its reference. On the other hand, the LC 
updates its entries with the received encrypted log, 
the associated Ethereum address of the insurance 
company node, the “new log” status to indicate that 
the new log has not been added to the Blockchain 
yet, as well as the timestamp of the last status update. 
At the end, the encrypted access link is sent to the 
customer over HTTPS who will store that link in it’s 
cipher/decipher manager and will be used when the 
customer would like to read his/her record. 
Additionally, when the new record is created, the 
insurance company node notifies the NC to updates 
the associated degree of the insurance company 
node. The NC informs the REM to add the value of 
the added record to the node’s degree and to return it 
to perform the update.   

In real life, when an insurance company receives a 
new record (e.g., a new insurance policy, a claim, or 
customer information), it goes through a series of 
steps to ensure data integrity and proper storage, and 
these steps are:  

1. Record Creation: The process starts when 
an insurance company creates a new record, 
such as a new insurance policy for a 
customer. 

2. Access Link and Record Hashing: The 
insurance company generates an access link 
(AL) that points to a free location in its 
existing database. The AL, along with the 
record (e.g., insurance policy details), is 
hashed to ensure data integrity. 

3. Encryption: The insurance company sends 
the AL and the record to a Cipher/Decipher 
Manager for encryption. The 
Cipher/Decipher Manager generates a 
symmetric key (SMK) and uses it to 
encrypt both the AL and the record. 
Additionally, the SMK is encrypted using 
the public keys of the company, customer, 
and a set of proxies for secure sharing. 

4. Data Storage: The encrypted record is sent 
back to the insurance company's Database 
Manager for storage in the company's 
existing database. The Database Manager 
also receives other encrypted data to create 
a log that records the creation of the new 
record. This log is essential for maintaining 
a full view of all events that happened to 
each record. 

5. Log Verification: The hash of the created 
log is calculated and stored in the Database 
Manager. This step ensures all involved 
nodes will detect the integrity of the data 
since any change to the data in the 
Blockchain-based system. 

6. Record Contract (RC) Interaction: The 
insurance company node communicates 
with its Steward-Relation History Contract 
(SRHC) to retrieve the associated RC 
address for the customer's record. 

7. Information Forwarding: The insurance 
company node sends the necessary 
information, such as the filename of the 
record, hash value of the access link and 
customer's record, encrypted symmetric 
keys, and the log, to the RC. 
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8. Record and Access Control Creation: The 
RC stores relevant information about the 
new record, including the filename, access 
link hash, and customer's record hash. It 
creates a new Access Control Contract 
(ACC) for the record, which automatically 
sets access and permissions information for 
the record, such as customer and company 
permissions. 

9. Log and Status Update: The Log Contract 
(LC) is updated with the received encrypted 
log, associated Ethereum address of the 
insurance company node, "new log" status, 
and timestamp of the last status update. 

10. Secure Access Link Sharing: The encrypted 
access link is sent to the customer over 
HTTPS, allowing the customer to store the 
link in their cipher/decipher manager. This 
link will be used when the customer wants 
to read their record securely. 

11. Degree Update: The insurance company 
node notifies the Node Controller (NC) 
about the new record creation, which leads 
to the update of the associated degree of the 
insurance company node. The NC informs 
the Record Evaluation Manager (REM) to 
add the value of the added record to the 
node's degree and to return it to perform the 
update. 

4.3 Editing A Record by An Insurance Company  
The insurance company node sends the customer’s 
ID to its SRHC to retrieve the associated RC address. 
Upon receiving the RC address, the insurance 
company node then sends the filename of the 
requested record and its Ethereum address to the RC. 
The RC forwards the request to the ACC to check 
whether that received Ethereum, address has a 
permission (i.e. “owner” access level) on the 
requested record or not. If the insurance company 
node has a permission, the AAC forwards the 
company’s encrypted symmetric key 

E
pkstudent

(SMK )  to the RC. The RC in turns 

forwards the received key to the insurance company 
node.  

     The cipher/decipher manager in the company’s 
node first decrypts the received symmetric key using 
its private key and then decrypts the access link with 
that symmetric key. The DB manager of the 
company’s node follows the related access link and 
then retrieves the encrypted ER from the database 
for editing. Note, when a record is modified, its hash 

value will also be changed [28]. Thus, the DB 
manager, after modifying the record, calculates the 
new hash of the modified record h(EAR). The DB 
manager sends the customer’s ID to its SRHC to 
retrieve the associated RC address. The new hash 
value will be sent to the RC for updating. Moreover, 
the DB manager creates a log indicating the process 
of record editing, hash the log and then forwards the 
log to the cipher/decipher manager for encryption. 
The encrypted log then will be forwarded to the LC. 
The LC adds a new entry with the received encrypted 
log, a “new log” status to indicate that the new log 
has not been added to the Blockchain yet, and a 
timestamp indicating the last status update. 
Additionally, when the editing the customer’s 
record, the insurance company node notifies the NC 
to updates the associated degree of the insurance 
company node. The NC informs the REM to re-
evaluate the value of the record and thus updating 
the node’s degree. The REM performs the 
calculations and returns the new degree to the NC for 
updating.   

4.4 Access a record from the customer  
A customer’s node sends the company’s ID to 

its SRHC to retrieve the associated RC address. 
Upon receiving the RC address, the customer node 
then sends the filename of the requested record and 
Ethereum address of the customer to the RC. The RC 
forwards the request to the ACC to check whether 
that received Ethereum address has a permission (i.e. 
“read/edit” access level) on the requested record or 
not. If the customer node has a permission, the AAC 
forwards the customer’s encrypted symmetric key 

E
pkstudent

(SMK )  to the RC. The RC in turns 

forwards the received key with the database access 
information to the customer node.  

The cipher/decipher manager in the customer ’s 
node first decrypts the received symmetric key using 
its private key and then decrypts the access link with 
that symmetric key. The DB manager of the 
customer’s node follows the related access link and 
retrieves the encrypted ER from the company’s 
database. Since customers can access their nodes via 
online wallets, any device with Internet connection 
can perform records access. Thus, improving the 
interoperability of ER s. Moreover, the DB manager 
creates a log indicating the process of reading the 
record, hashes the log and then forwards the log to 
the cipher/decipher manager for encryption. The 
encrypted log then will be forwarded to the LC. The 
LC adds a new entry with the encrypted received log, 
a “new log” status to indicate that the new log has 
not been added to the Blockchain yet, and a 
timestamp indicating the last status update.  
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4.5 An Insurance Company Reads a Record 
From Another Insurance Company 

The process of reading a record that is stored in 
an insurance company node from another insurance 
company node utilizes the timed-based deposit-box 
mechanism to increase both the accessibility and the 
security of ER s systems. 

Suppose that there are two insurance 
companies  nodes A and B, where company  B would 
like to read a specific customer’s record from 
company  A. Company  B generates a request to read 
the record first, signs that generated request by its 
private key for authorization, and then encrypts the 
signed request with the public key of company  A. 
Over HTPPS, the encrypted signed request will be 
sent to company A. Upon receiving the request, 
company A decrypts the request with its private key 
and then decrypts it with the public key of company 
B to ensure that the company is the one that it claims 
to be.  

First, node A will send the ID of the customer 
to its SRHC to return the associated RC address. 
Insurance company node A then sends the filename 
of the record to the RC to retrieve the associated 
ACC address. The insurance company node a then 
sends the Ethereum address and the access level 
request to the ACC. The ACC then forwards the 
Ethereum address of company B and its request for 
the NC to verify whether company B is an authorized 
company registered on the system. Upon receiving 
the verification from the NC, the ACC generates a 
new entry with the Ethereum address of node B, the 
Access Level, and the “request new level” status, 
and the timestamp of the last status update. The ACC 
requests a change in the access level from the file 
owner (i.e. customer), and updates both its status 
field to “waiting approval” and last-update. If the 
customer accepts the request, the ACC updates the 
access level with “temp-read” for the applicable file 
with the “approved” status and the last-update. Once 
the request has been approved, the ACC sends a 
notification to the insurance company node B 
indicating that a new access level is assigned to it. 
The ACC also notifies the RC to create a new entry 
in the DPC with the Ethereum address of company 
B. 

The RC then sends the Ethereum address of 
company B, and the file name to the insurance 
company node A. The DB manager retrieves the 
record and forwards the record with the received 
public key to the cipher/decipher manager for 
encryption. The DBC will be updated by storing the 
encrypted file for a certain time specified by the 
Time field. Over HTTPS, company A sends the DPC 
address to company B to access the requested record 

by decrypting it using its private key. The DB 
manager of node B will update the LC entry with an 
encrypted log indicating the process of reading the 
record. The LC updates it status with “new log” to 
indicate that the new log has not been added to the 
Blockchain yet, and the timestamp of the last status 
update. 

4.6 Claim Submission by a customer 

The Claim Contract (ClaimC) handles the claim 
submission process. The Claim struct is defined to 
store the details of a claim, including the claimant's 
address, claim details, claim amount, and claim 
status (pending, approved, or rejected). The claims 
mapping is used to store all the submitted claims, 
with each claim having a unique claim ID. When a 
customer node wants to submit a claim, they call the 
submit Claim function, passing the claim details and 
the claim amount as arguments. The function first 
checks if the sender is a registered customer node by 
calling the isCustomerNode function from the Nodes 
Contract (NC). If the sender is a valid customer 
node, a new claim is created and added to the claims 
mapping with a pending status. The claim counter is 
then incremented for the next claim submission. 
After the claim is added, the function notifies the 
insurance company nodes about the new claim by 
calling the notifyInsuranceCompanyNodes function. 

4.7 Claim Approval or Rejection: 
The insurance company nodes can approve or reject 
the pending claims using the approveClaim and 
rejectClaim functions, respectively. To approve or 
reject a claim, the sender must be a registered 
insurance company node, which is verified by 
calling the isInsuranceCompanyNode function from 
the Nodes Contract (NC). If the claim is in a pending 
status, the function updates the claim status to either 
approved or rejected, as per the sender's action. 
Additionally, the function notifies the claimant about 
the approval or rejection using the notifyClaimant 
function. 

4.8 Claim Status Retrieval 
The getClaim function allows anyone to retrieve the 
details of a specific claim using its unique claimId. 
The function returns the claimant's address, claim 
details, claim amount, and claim status. 

Please note that this is a simplified version of the 
claim submission process and may require further 
refinement and additional functionalities based on 
the specific requirements of the insurance system. 
Also, the smart contract assumes the existence of 
other contracts such as the Nodes Contract (NC) to 
handle node registration and authentication, which 
are referenced in the code using function calls. The 
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actual implementation of those contracts is beyond 
the scope of this explanation, as it would involve 
more detailed contract code and interactions. 

5. EVALUATION AND DISCUSSION  
5.1 Experiment Setup 

The software that are necessary to be installed on the 
machine to run the InsureChain system include 
Ubuntu operating system, NodeJs, Truffle, and 
Metamask. A number of steps are performed to run 
the system including firstly installing the 
dependencies of the project. Secondly, Truffle 
compile for generating a.json file in the build 
directory of the project that corresponds to the smart 
contract and describes its specific details. Thirdly, 
Truffle develop for contract deployment.  Fourthly, 
installing and using Ethereum Metamask on Google 
Chrome:  

The proposed system backend is developed 
using python 3.10. flask 2.03 with HTML, bootstrap 
4, CSS, JS, jQuery, and AJAX  are used to develop 
the front end of the system. Bootstrap and CSS are 
used in front-end development to provide the auto-
responsive interface with multiple devices and to 
improve the accessibility of the system. The 
PyCharm 2021.3 educational edition is used because 
it is a python integrated development environment 
and provides a set of python development tools. In 
addition, PyCharm is used as a web-based 
applications development environment. 

The ganache tool is used as a private and 
personal blockchain for development and testing. It 
is used in the implementation for deploying and 
testing the smart contract. Also, the solidity 
programming language is used to develop smart 
contracts. 

5.2 Privacy and Confidentiality evaluation 
The privacy required in the proposed system is 

for both the identity of people interacting with the 
system and the data in the system. By utilizing the 
RSA encryption algorithm to generate the user's 
public and private keys to interact with the system 
without the need for any personal information, the 
user's privacy was preserved. The transaction data 
privacy was preserved in the proposed system by 
utilizing the authorization method and access levels 
to access the claim data. In the proposed system the 
customer cannot access any claim other than his/her 
claim. On the other hand, only authorized company 
users can access the claim data. 

The confidentiality of the data at rest and in 
transit was achieved in the proposed system where 

the AES encryption algorithm was utilized to store 
the claim data in an encrypted form in the database, 
in addition to storing only the hash values for the 
user's private keys, secret phrase, and passwords in 
the database. On the other hand, the claim hash value 
is only stored in the blockchain. While the HTTPS 
protocol is utilized to encrypt and protect the data in 
transit. 

5.3 Integrity Evaluation  
While the claim data hash value is calculated 

using SHA 256 algorithm and stored in the 
blockchain, when the customer or the company 
retrieve the claim data, the hash value for the 
retrieved data is recalculated and compared with the 
hash value retrieved from the blockchain. By this 
mechanism the integrity of the claim data can be 
verified, also any manipulation of the data will be 
detected.  

5.4 Secure Communication Channel evaluation 

By utilizing the cryptography in the proposed 
system, a secure communication channel was 
achieved. With the utilization of the HTTPS 
protocol, the data in transit will be encrypted and 
protected and will not be revealed. In addition to 
using the RSA algorithm to generate the user's public 
and private keys to be used as identification for the 
user instead of any personal data, the customer 
identity will stay anonymous. In addition, the use of 
the AES encryption algorithm to encrypt/decrypt the 
claim data will protect data at rest. All of these 
cryptography mechanisms achieved the objective of 
a secure communication channel between the 
customer and the insurance company. 

5.5 Security Evaluation 
Security testing for the proposed system web 

application was conducted using the the HCL 
AppScan standard tool. Security testing was 
conducted to detect any vulnerabilities in the 
proposed system and ensure that the proposed 
system and the internal users and customers are not 
vulnerable to attacks. The HCL AppScan is a 
dynamic application security testing (DAST) tool 
that analyzes web applications and APIs by 
simulating real-world attacks. It is capable of 
detecting a wide range of security issues, including: 

 Injection attacks: AppScan can detect various 
types of injection vulnerabilities such as SQL 
injection, command injection, and LDAP 
injection. 

 Cross-Site Scripting (XSS): AppScan can 
identify both stored and reflected XSS 
vulnerabilities. 
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 Cross-Site Request Forgery (CSRF): AppScan 
can detect CSRF vulnerabilities that allow an 
attacker to perform unauthorized actions on 
behalf of the user. 

  

              Figure 4: The HCL AppScan testing results 
on HTTP protocol 

 

 Authentication and session management issues: 
AppScan can detect weak or broken 
authentication mechanisms, session fixation 
attacks, and session hijacking vulnerabilities. 

 Information leakage: AppScan can detect 
sensitive data exposure, such as when an 
application leaks sensitive information like 
passwords, credit card details, or personal data. 

 Broken access controls: AppScan can detect 
access control vulnerabilities that allow an 
attacker to bypass authorization checks and gain 
access to unauthorized resources. 

 Security misconfigurations: AppScan can 
identify misconfigurations such as open ports, 
insecure protocols, and weak encryption. 

 Other vulnerabilities: AppScan can also detect 
other types of vulnerabilities like buffer 
overflows, file inclusion vulnerabilities, and 
insecure communication protocols. 

The security testing was conducted on the 
web application in two cases, on HTTP protocol 
and HTTPS protocol. 

5.5.1 Security testing On HTTP protocol 

On the first test, the web application was 
running on HTTP protocol, which means without 
using secure socket layer protocol (SSL). The 
result of the testing was a high-severity of 
vulnerability, as shown in Figure 4. The high 
severity was on the login page where the password 
was sent on a plain text form. 

5.5.2 Security testing On HTTPS protocol 

On the second test, the web application was 
running on HTTPS protocol using an SSL certificate 
from the OpenSSL library that has been added to the 
project on python. The result of the testing was with 
low severity of vulnerability, as shown in Figure 5. 
The result improved when the HTTS is used, and the 
high-severity vulnerability was removed because of 
using the SSL certificate, which encrypts the traffic 
between the client and the server. 

 

 

Table 1: Consensus algorithms comparison 

 

 

 

 

 

 

 

 

Consensus 
Algorithm 

Computational 
Requirements 

Energy 
Efficiency 

Decentralization Security 

Proof of 
Authority 

Low High Potentially low Moderate 

Proof of 
Stake 

Moderate Moderate Moderate Moderate 

Proof of 
Work 

High Low High High 
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Figure 5: HCL AppScan testing results on HTTPS 

protocol 

 
5.6 Consensus Algorithms Comparison 

The Proof of Authority (PoA) consensus 
algorithm is used in the proposed system, which is a 
consensus algorithm that relies on a fixed set of 
validators who are pre-approved by the network's 
governing body. Table 1 shows the comparison 
between Proof of authority (PoA), Proof of Stack 

(PoS), Proof of Work (PoW) consensus algorithms. 
PoA improves the scalability of the system since it 
uses fewer resources, has a far higher throughput 
than PoW because there are fewer validator nodes in 
the network, and needs less computing power to 
operate. PoA also makes it simple to design and 
maintain decentralized apps, and since it operates in 
a centralized form, it reduces the number of forks, 
which in turn reduces the number of potential attacks 
on the network. 

6. CONCLUSION 
In this paper, we have proposed InsureChain system 
which is a Blockchain based InsurTech system that 
makes use of smart contracts. We have demonstrated 
that Blockchain with Ethereum smart contracts 
presents a novel opportunity to circumvent the 
restrictions and hurdles posed by InsurTech systems. 
This system enables claiming process from client to 
be held in a secure and cost effective manner while 
also protecting the privacy of clients and integrity of 
data. Because of its high level of transparency, 
Blockchain technology makes claim process and 
refunding much easier. Moreover, the proposed 
system enables the customer to follow up his/her 
claims easily and save time. Also, the system enables 
different insurance companies to exchange data 
between. The systems employs PoA which achieved 
higher efficiency because small number of nodes 
participate in the mining process. An incentive 
mechanism that leverage the degree of block creator 

was used, thus, achieving fairness among nodes 
because block creator will have lower chance to 
create a new block.  

However, we have not yet had a complete 
understanding of all of the potential threats that are 
associated with the security and scalability of 
Blockchain based InsurTech systems, so additional 
research is necessary. In addition, there are many 
other parts in InsurTech such as medical that in some 
case need a real-time response to proceed. In 
previous sections, we just cover claim process in car 
accidents and we are aware that there are many other 
parts of insurance should be covered. Future work 
can also include the design of the system using Rapid 
and user-centered methods to increase the usability 
[29][30], and the integration of vehicle technologies, 
e.g., speed monitoring [31][32].  
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